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Abstract 

This paper studies how fuzzy 
quantifiers may be defined and 
implemented in a fuzzy database 
context. Fuzzy quantifiers are very 
useful for fuzzy queries, fuzzy 
constraints and fuzzy data mining 
applications. Besides, this paper shows 
different kind of fuzzy quantifiers with 
and without arguments. Finally, we 
show how fuzzy dependencies may use 
these fuzzy quantifiers. 

Keywords: Fuzzy Queries, Fuzzy Quantifiers, 
Fuzzy Databases, FSQL, Fuzzy Dependencies. 

1     Introduction 

Fuzzy or linguistic quantifiers [5][8][9][11] 
allow us to express fuzzy quantities or 
proportions in order to provide an approximate 
idea of the number of elements of a subset 
fulfilling a certain condition or the proportion of 
this number in relation to the total number of 
possible elements. 

As we shall see, fuzzy quantifiers can be 
absolute or relative, and some examples are 
“much more than 10”, “close to 100”, “a great 
number of”, “the majority” or “most”, “the 
minority” and so on. 

In a fuzzy database context [6][7], fuzzy 
quantifiers are used in fuzzy constraints, fuzzy 
queries (for example using FSQL language [10]) 
and fuzzy data mining applications. For 
example, a fuzzy query is “Give me employees 
who work for most projects”, while a fuzzy 
constraint is that “An employee must work for 
many projects”. In Section 5 we will see a data 
mining application. 

These quantifiers must be stored in the database 
data dictionary. Thus, its definition could be 
used when it is necessary. However, definition 
of each quantifier depends on the object or 
context in which it is used and, besides, we find 
very useful to define fuzzy quantifiers with 
arguments. This paper studies, how to define 
these fuzzy quantifiers in a fuzzy database and 
suggests some fuzzy quantifiers definitions, 
which may be used as default definitions in any 
fuzzy database. 

Finally, this work shows an application in the 
data mining area, searching for fuzzy 
dependencies. 

2     Definition of Fuzzy Quantifiers 

Fuzzy quantifiers can be absolute or relative: 
Absolute quantifiers express quantities over the 
total number of elements of a particular set, 
stating whether this number is, for example, 
“much more than 10”, “close to 100”, “a great 
number of”... Generalizing this concept, we can 
consider fuzzy numbers as absolute fuzzy 
quantifiers, in order to use expressions like 
“approximately between 5 and 10”, 
“approximately −8”... Note that the expressed 
value may be positive or negative. In this case, 
we can see that the truth of the quantifier 
depends on a single quantity. For this reason, the 
definition of absolute fuzzy quantifiers is, as we 
shall see, very similar to that of fuzzy numbers. 

Relative quantifiers express measurements 
over the total number of elements, which fulfill 
a certain condition depending on the total 
number of possible elements (the proportion of 
elements). Consequently, the truth of the 
quantifier depends on two quantities. This type 
of quantifier is used in expressions such as “the 
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majority” or “most”, “the minority”, “little of”, 
“about half of”... In this case, in order to 
evaluate the truth of the quantifier we need to 
find the total number of elements fulfilling the 
condition and consider this value with respect to 
the total number of elements which could fulfill 
it (including those which fulfill it and those 
which do not fulfill it). 

Some quantifiers such as “many” and “few” can 
be used in either sense, depending on the context 
[9]. 

In [11] absolute fuzzy quantifiers are defined as 
fuzzy sets in the positive real numbers and 
relative quantifiers as fuzzy sets in the interval 
[0,1]. We have extended the definition of 
absolute fuzzy quantifiers to all real numbers. 
Negative fuzzy quantifiers are not very useful 
but, they are useful for queries like: “Give me 
those pairs of employees for which if we 
subtract their corresponding number of project 
we achieve approximately –7”. Negative fuzzy 
quantifiers express negative quantities, on 
certain domains that could be negative (for 
example with subtractions). 

Definition 1: A fuzzy quantifier named Q is 
represented as a function Q whose domain 
depends on whether it is absolute or relative: 
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where the domain of Qrel is [0,1] because the 
division a/b ∈ [0,1], where a is the number of 
elements fulfilling a certain condition and b is 
the total number of existing elements. 

In order to know the fulfillment degree of the 
quantifier over the elements which fulfill a 
certain condition, we apply the function Q of the 
quantifier to the value of quantification φ (phi):  
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Thus, the fulfillment degree is Q(φ). If the 
function of the quantifier (absolute or relative) 
Q(φ), has the value 1, this indicates that this 
quantifier is completely satisfied. The value 0 
indicates, on the other hand, that the quantifier 
is not fulfilled at all. Any intermediate value 
indicates an intermediate fulfillment degree for 
the quantifier. 

Example 1: “Approximately 8” is an absolute 
fuzzy quantifier, defined as a triangular and 
symmetrical function just like Figure 1a, with 
m=8 and margin=2, for example. 
“Approximately between 30 and 40 is another 
absolute fuzzy quantifier, defined in Figure 1b 
as a trapezoidal function with β = 30 and γ = 40. 
Sometimes, fuzzy relative quantifier “most” is 
represented using the function Q(x) = x, with x 
∈ [0,1]. 

A survey of methods for evaluating quantified 
sentences and some new methods are shown 
exceedingly well in [4] and [8]. 

There are two important classic quantifiers: The 
universal quantifier (for all, ∀), and the 
existential quantifier (exist, ∃). The first of them 
is relative and the second one is absolute. They 
are discretely defined as: 
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The existential quantifier may be also defined in 
a fuzzy way with a non-discrete trapezoidal 
form: [0, 1, ∞, ∞]. 

3     Fuzzy Quantifiers with Arguments 

Some quantifiers (absolute or relative) may have 
arguments. The arguments are numbers and the 
meaning and definition of the quantifier depends 
on these numbers. Most of quantifiers with 
arguments are absolute, whereas relative ones 
are rare. 

Figure 1: a) Triangular Fuzzy Set (Symmetrical). 
b) Trapezoidal Fuzzy Set. 

b) 
1 

0 m−margin m m+margin X 

1 

0 X γ α β δ 

a) 

Figure 2: Absolute Fuzzy Quantifiers with one 
argument (type sum and product): 

a) “Much Greater Than x”: [x+1, x+9, ∞, ∞],  
b) “About half of x”: [0.25x, 0.5x, 0.5x, 0.75x]. 
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Example 2: Some absolute fuzzy quantifiers 
with one and two arguments: 

• “Much Greater Than x”: Represented with 
function in Figure 2a. 

• “About half of x”: Represented with 
function in Figure 2b. 

• “Approximately between x and y 
plus/minus 5” (x < y): Represented with a 
trapezoidal function (Figure 1b) with [α, β, 
γ, δ] = [x−5, x, y, y+5]. 

• “Approximately between x and y” (x < y): 
Another form more free of context may be 
represented with a trapezoidal function 
(Figure 1b) with [α, β, γ, δ] = [0.75x, x, y, 
1.25y]. 

• “Approximately between half of x and half 
of y” (x < y): Represented with a 
trapezoidal function (Figure 1b) with [α, β, 
γ, δ] = [0.25x, 0.5x, 0.5y, 0.75y]. 

In relative quantifiers, we can use expressions 
like “half” or “a quarter”, for example. From 
these expressions we get a value x ∈ [0,1] 
representing them. This value is computed with 
the division 1/d, where d is the significant value 
in the expression. Thus, the expression “half” 
gets x=1/2=0.5, and “a quarter” gets x=1/4=0.25. 

Example 3: Some relative fuzzy quantifiers 
with one and two arguments: 

• “Approximately a x-th part” (x ∈ [0,1]): [α, 
β, γ, δ] = [x−0.2, x, x, x+0.2]. 

• “Less than a x-th part” (x ∈ [0,1]): [α, β, γ, 
δ] = [0, 0, x, 1.25x]. 

• “Approximately between a x-th and a y-th 
part” (x < y and x, y ∈ [0,1]). This is a rare 
relative quantifier with arguments: [α, β, γ, 
δ] = [0.75x, x, y, 1.25y] or [x−0.1, x, y, 
y+0.1]. For example, “approximately 
between a quarter and the half” is 
represented with x = 0.25 and y = 0.5. 

• “Approximately between half of a x-th and 
half of a y-th part” (x < y and x, y ∈ [0,1]). 
[α, β, γ, δ] = [0.4x, 0.5x, 0.5y, 0.6y]. 

 

Definition 2: A general classification of 
trapezoidal quantifiers [α, β, γ, δ], attending to 
its arguments and the building type, is the 
following one: 
a) Without arguments: See Definition 1. 
b) With one argument x: 

• Type Product: [α * x, β * x, γ * x, δ * x]. 

• Type Sum: [α + x, β + x, γ + x, δ + x]. 
c) With two arguments x and y:  

• Type Product: [α * x, β * x, γ * y, δ * y]. 
• Type Sum: [α + x, β + x, γ + y, δ + y]. 

 
In relative quantifiers it is not necessary to 
warranty that all values are in [0,1], because the 
important is the quantifier definition in [0,1]. If 
it is an important condition we can use the 
function min. For example a type product 
relative quantifier with one argument may be 
built as: [min{1, α * x}, min{1, β * x}, min{1, γ 
* x}, min{1, δ * x}]. 

4     Fuzzy Quantifiers in the Data 
Dictionary 

Fuzzy quantifiers must be stored in the database 
data dictionary. Thus, its definition could be 
used when it is necessary. However, definition 
of each quantifier depends on the object or 
context in which it is used. Then, a fuzzy 
quantifier is always associated to any of the 
following objects: an attribute, a table (or entity) 
or the system.  

For example, if we look for “employees who 
belong to most projects”, quantifier most must 
be associated with table of projects, i.e., the 
concept of “most projects” depends on the 
project entity and its meaning. Although most of 
context-dependent quantifiers are associated to a 
table, we allow them to be associated to an 
attribute or column. The database user could 
have defined different fuzzy quantifiers and then 
to use the most appropriate for each application. 

We call system quantifiers to those quantifiers 
with a general definition useful in different 
contexts, such as “approximately 2” or "about 
half”. 

Finally, just like any other database object, each 
database user should be able to define his/her 
own fuzzy quantifiers or to use those quantifiers 
defined by other users (specially the database 
administrator). 

We propose the following four basic tables for 
storing fuzzy quantifiers in the data dictionary of 
our database: 

4.1     Table FUZZY_LABEL_DEF 

This table contains the points that define the 
trapezoidal functions associated to labels and 
quantifiers. The fields of this table are: 
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• (OBJ#, COL#, FUZZY_ID): these three 
fields identify respectively the table, the 
column of this table and the quantifier to be 
defined. They are the primary key of this 
table and foreign key to the table 
FUZZY_OBJECT_LIST, where, as we will 
see, the quantifier type is stored. 

• ALFA, BETA, GAMMA and DELTA: 
these define a trapezoidal possibility 
distribution for the quantifier. The 
definition depends on the quantifier type. 

 
4.2     Table FUZZY_OBJECT_LIST 
This table contains a list of the fuzzy objects that 
are defined for the columns of the database, 
including each fuzzy quantifier. The attributes of 
this table have the following meanings: 

• (OBJ#, COL#, FUZZY_ID): The first two 
values store the identifier of the owner 
column. FUZZY_ID is an identifier for the 
fuzzy object, a fuzzy quantifier, a label... 

• FUZZY_NAME: the name of the object 
without spaces. 

• FUZZY_TYPE: the type of the object. It 
may be one of the following codes and each 
code has an associated object. Codes of 
quantifiers begin at ten, because we reserve 
the first numbers to other objects (linguistic 
labels…). All quantifiers are defined in the 
table FUZZY_LABEL_DEF with the 
values α, β, γ and δ, but the interpretation 
of these values depend on the quantifier 
type. See Example 1 and 2 for examples 
about these quantifier types: 
10 Absolute quantifiers without arguments. 

In this case, α, β, γ, δ ≥ 0. 
11 Relative quantifiers without arguments. 

Now, α, β, γ, δ ∈ [0,1]. 
12 Absolute quantifiers with one argument 

x, type sum. In this case α, β, γ and δ 
may be negative, and the final quantifier 
is understood to be defined by adding 
(or reducing) the argument x to each 
value: [α+x, β+x, γ+x, δ+x]. 

13 Absolute quantifiers with one argument 
x, type product. In this case, α, β, γ and 
δ are usually in the interval [0,1], and 
the final quantifier is understood to be 
defined by multiplying each value by 
the argument x: [α*x, β*x, γ*x, δ*x]. 

14 Relative quantifiers with one argument 
x, type sum. In this case, α, β, γ and δ 

may be negative, and the final quantifier 
is understood to be defined by adding 
(or reducing) the argument x to each 
value: [α+x, β+x, γ+x, δ+x]. 

15 Relative quantifiers with one argument 
x, type product. In this case, α, β, γ and 
δ are usually in the interval [0,1]. The 
final quantifier is defined by multiplying 
each value by the argument x: [α*x, 
β*x, γ*x, δ*x]. 

16 Absolute quantifiers with two arguments 
x and y, type sum. Here, α, β, γ and δ 
may be negative, and the final quantifier 
is defined by: [α+x, β+x, γ+y, δ+y]. 

17 Absolute quantifiers with two arguments 
x and y, type product. Here, α, β, γ and δ 
will be usually in the interval [0,1], and 
the final quantifier is understood to be 
defined by: [α*x, β*x, γ*y, δ*y]. 

18 Relative quantifiers with two arguments 
x and y, type sum. Values α, β, γ and δ  
may be negative, and the final quantifier 
is understood to be defined by: [α+x, 
β+x, γ+y, δ+y]. 

19 Relative quantifiers with two arguments 
x and y, type product. Finally, α, β, γ 
and δ will be usually in the interval 
[0,1], and the final quantifier is defined 
by: [α*x, β*x, γ*y, δ*y]. 

 

Some examples are shown in Table 1. 

4.3     FUZZY_TABLE_QUANTIFIERS 
This table stores the definition of quantifiers 
associated to a relation or table (not to an 
attribute). These quantifiers are also used in 
fuzzy constraints, fuzzy queries, and fuzzy data 
mining applications [6][7]. The columns of this 
table are: 

• OBJ#: this stores the identifier of the table 
to which the quantifier is associated. 

• FUZZY_NAME: the name of the quantifier 
without spaces. 

• FUZZY_TYPE: the type of quantifier. This 
attribute uses the same codes as the table 
FUZZY_OBJECT_LIST for quantifiers. 

• ALFA, BETA, GAMMA and DELTA: 
these attributes define the trapezoidal fuzzy 
quantifier, just like Section 4.2 explains. 

The primary key of this table is (OBJ#, 
FUZZY_NAME). This indicates that one table 
cannot have two quantifiers with the same name, 
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but the same name can be used in different 
tables, and of course, with possibly different 
definitions. 

4.4     FUZZY_SYSTEM_QUANTIFIERS 
This table stores the definition of quantifiers 
associated to the system (neither an attribute nor 
a table). These quantifiers may be also used in 
fuzzy constraints, fuzzy queries, and fuzzy data 
mining applications [6][7]. The columns of this 
table are: 

• FUZZY_NAME: the name of the quantifier 
without spaces. 

• FUZZY_TYPE: the type of quantifier. This 
attribute uses the same codes as the table 
FUZZY_TABLE_QUANTIFIERS. 

• ALFA, BETA, GAMMA and DELTA: 
these define the trapezoidal fuzzy 
quantifier. 

The primary key of this Table is 
(FUZZY_NAME). This indicates that each 
system quantifier has a unique name. Table 1 
shows an example of this table with interesting 
fuzzy quantifiers of each type, where MAX is 
the maximum value in the underlying domain 
(MAX≡∞).  

Some quantifiers are very dependent on the 
context, and so they are not good system 
quantifiers. System quantifiers should be 
relative, or absolute with one or two arguments 
and type product (types 11, 13, 14, 15, 17, 18 
and 19), because these types are not very 
dependent on the context (particularly the 
relative quantifiers). 

This table should store some default values, but 
they must be chosen with care, according to the 
database context. Furthermore, there are two 
quantifiers (∀ and ∃) which must be 
implemented directly in the system: For_all 
(or All) and Exists, with the Equations 3 and 
4, respectively. 

Note that in relative fuzzy quantifiers with 
arguments (types 14, 15, 18 and 19), where we 
use the expression _xth_part, the argument 
should finally be 1/x, because it is relative. For 
example, if we want to compute approximately 
the 10th part, we must use x = 0.1. We do not 
change the quantifier names, because these 
names are more expressive. 

Table 1: Some Interesting System Quantifiers with 0, 1 and 2 Arguments. 

FUZZY_NAME TYPE ALFA BETA GAMMA DELTA Final Quantifier 
Fuzzy_Exists 10 0 1 MAX MAX [0, 1, ∞, ∞] 
Approx_8 10 6 8 8 10 [6, 8, 8, 10] 
Almost_All / Most 11 0.4 0.9 1 1 [0.4, 0.9, 1, 1] 
About_Half 11 0.25 0.5 0.5 0.75 [0.25,0.5,0.5,0.75] 
Minority 11 0 0 0.1 0.6 [0, 0, 0.1, 0.6] 
Much_Greater_Than_x 12 1 9 MAX MAX [1+x,9+x,MAX+x,MAX+x] 
About_Half_of_x 13 0.25 0.5 0.5 0.75 [.25x, .5x,.5x, .75x] 
Approx_x 13 0.9 1 1 1.1 [0.9x, x, x, 1.1x] 
Twice_x / Double_of_x 13 1.75 2 2 2.25 [1.75x, 2x,2x, 2.25x] 
Approx_xth_part 14 -0.2 0 0 0.2 [x-0.2, x, x, x+0.2] 
Less_Than_xth_part 15 0 0 1 1.25 [0, 0, x, 1.25x] 
More_Than_xth_part 15 0.75 1 100 100 [0.75x, x,100x, 100x] 
Between_x_and_y 16 -5 0 0 5 [x-5, x, y, y+5] 
Approx_Between_x_and_y 17 0.75 1 1 1.25 [0.75x, x, y, 1.25y] 
Approx_Between_ 
Half_x_and_Half_y 

17 0.25 0.5 0.5 0.75 [.25x, .5x,.5y, .75y] 

Approx_Between_ 
Twice_x_and_Twice_y 

17 1.75 2 2 2.25 [1.75x, 2x, 2y, 
2.25y] 

Approx_Between_ 
Xth_and_yth_part 

18 -0.1 0 0 0.1 [x-0.1, x, y, y+0.1] 

Approx_Between_Half_ 
Xth_and_Half_yth_part 

19 0.4 0.5 0.5 0.6 [0.4x, 0.5x, 0.5y, 
0.6y] 
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5     Applications to Fuzzy Dependencies 

Definition 3: We say that relation R verifies an 
α–ß Gradual Functional Dependency (GFD) 
using F and T, if and only if [2][3]: 

∀t1,t2∈ R, F(t1[X],t2[X])≥ α ⇒ T(t1[Y],t2[Y])≥ ß 

where F and T are fuzzy relations such as: fuzzy 
greater than, fuzzy greater than or equal to, 
fuzzy less than, fuzzy equal, etc., like those fuzzy 
comparators defined for FSQL [6][7][10]. 

Often just a few items (objects, tuples or rows) 
can prevent the GFD from being completed. To 
avoid this, we can relax the universal quantifier 
∀ in such a definition. Thus, all the tuples of the 
relationship are not forced to fulfill the above 
condition. Then, we must define a system to 
know how of interesting is one GFD: the 
measures of confidence and support: 

Definition 4: The confidence c of a GFD is a 
value in [0,1]: 

{ }
{ }

{ }
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where ∧ is the logical operator AND.  

The basic idea consists in computing the 
percentage of objects fulfilling the antecedent 
and consequent, with respect to those fulfilling 
only the antecedent. 

Definition 5: The support s of a GFD is the 
number of items fulfilling the antecedent and 
consequent, with respect to the total number n of 
items in R: 

{ }
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The GFD concept may be extended with: 

Definition 6:  A fuzzy Global Dependency 
(GD), is a GFD in which the antecedent and the 
consequent may be a logic expression, using 
AND, OR and NOT, on a set of attributes, 
instead of a single attribute with a fuzzy 
relation. These expressions may include 
constants and fuzzy constants, classic or fuzzy 
attributes and for each logic operator (AND, OR 
and NOT), we must define the fuzzy 

interpretation function (a t-norm, a s-norm and 
a negation respectively). 

The two measures, confidence and support, are 
also available and useful in any GD with similar 
definitions. 

When one or more constants are associated to 
one elected attribute, the GD inference process 
avoids the items which do not fulfill such 
conditions. In this case, a new concept is useful: 

Definition 7: The relative support of a GD is 
the number of items fulfilling the antecedent and 
consequent, with respect to the total number n of 
items fulfilling all the fuzzy conditions with one 
constant associated to one elected attribute in 
the antecedent. 

The relative support measures the support of a 
GD in a particular context, not in the whole 
database context. The relative support equation 
is that on Definition 5 but using the value n of 
Definition 7. Obviously, for every GD, the 
relative support is greater or equal to the 
support. 

5.1     Automatically Finding Interesting GD 
Summarizing, the system is built implementing 
the following four steps: In the first step one 
expert in the database context must choose some 
interesting attributes for the antecedent and 
consequent respectively. For each attribute, the 
expert must choose a fuzzy comparator, like 
those defined for FSQL [6][7][10], and a 
fulfillment threshold for each one. Optionally, 
the expert may associate different constants to 
some of the elected attributes. These constants 
may be fuzzy constants like those defined for 
FSQL: fuzzy sets like “approximately 5”, fuzzy 
labels like “big”, fuzzy intervals, etc. 

When one constant is associated to one elected 
attribute, the expert wants to fix this attribute to 
that constant. The system only will work with 
items fulfilling this kind of (fuzzy) conditions, 
and the inference process avoids the other items. 
In this case, the relative support is useful. 

After that, in an optional second step the expert 
may choose a minimum confidence and a 
minimum support for the future discovered 
dependencies. Instead of such two values, the 
expert may choose two relative fuzzy quantifiers 
with two fulfillment thresholds for each one. 

In the third step, the system will try each 
possible combination of the antecedent, with 
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each possible combination of the consequent. 
For each one, the system computes the 
confidence and the support. If these values are 
greater or equal to the minimum values, or these 
values fulfill the relative fuzzy quantifiers with 
degrees greater or equal to the respective 
fulfillment thresholds, then the GD is said to be 
an interesting GD. 

In the fourth and last step, the system will show 
the discovered interesting global dependencies, 
showing the confidence, the support and the 
relative support for each one, showing the 
fulfillment degree of these three values with 
respect to the relative quantifiers in the system. 
Thus, we achieve an easy to understand 
sentence. 

Keep in mind that confidence measures in what 
extend the GD is satisfied, and support measures 
whether it is satisfied by an enough number of 
cases or only for some few ones. Of course, a 
strong GD is when confidence and support are 1, 
but, generally we must only demand a “big” 
confidence, and an “enough” support (or at least 
an “enough” relative support). 

5.2     Example 
Let us suppose a database about reforestations. 
In this database, we store data about planting of 
forest trees made by different organisms (like 
NGO’s), in different climatic conditions, 
especially in the Mediterranean area. 

For each reforestation we store some attributes 
such as: planted species (pines, evergreen oak, 
wild olive tree, carob tree, mastic tree…), 
plantation date, age of planted trees, number of 
planted trees, number of alive specimens after 
the first summer and after the second summer, 
survival percentage after the first and after the 
second summer, amount of irrigations (if they 
exist), kind of soil, kind of climatic conditions in 
the week of the reforestation or planting 
(including temperature, rain and other climatic 
measurements), etc. 

In our first step, the expert chose the following 
conditions for attributes of the antecedent: 

• Attribute age of planted trees, with the 
fuzzy relation FGT (Fuzzy Greater 
Than). 

• Attribute amount of irrigations, with the 
fuzzy relation FEQ (Fuzzy Equal) and 
the fuzzy constant “approximately 0”, 
indicating that we are interested in 

reforestations with 0, or near 0 artificial 
irrigations. 

• Attribute rain in the week of the 
reforestation, with the FEQ and two 
fuzzy constants: “Normal_Rain” or 
“Very_Little_Rain”. 

The expert set the following conditions for 
attributes of the consequent: 

• Attribute survival percentage after the 
first summer, with FGT. 

The expert chose a 0.75 threshold for all the 
thresholds. This threshold guaranties a 
fulfillment degree not too small. 

The system may answer information like the 
following, showing the confidence, support and 
relative support for each interesting dependency 
according to some fuzzy quantifiers stored in the 
system. We use only some of the quantifiers 
showed on Table 1. Then, one fuzzy dependency 
says that: With few irrigation units and during a 
period of “Normal_Rain”, the greater age of 
planted trees, the lesser survival percentage after 
the first summer. 

• Confidence: “Most”, with degree 0.95. 
• Support: “Approximately the fifth part”, 

with degree 0.8, “Most” with 0.2. 
• Relative Support: “Most”, with 0.7. 

On the other hand, another unexpected 
dependency set that: With few irrigation units 
and during a period of “Very_Little_Rain”, the 
greater age of planted trees, the greater survival 
percentage after the first summer. 

• Confidence: “Most”, with degree 0.82. 
• Support: “Approximately the fourth 

part”, with degree 0.8, “Most” with 0.3. 
• Relative Support: “Most”, with 0.6. 

The first dependency says that supposing few or 
none artificial irrigations, if we expect a year of 
normal rain, we must plant young trees 
(according to the usual planting techniques). The 
second dependency sets that in the same 
conditions, if we expect a year of very little rain, 
we must plant trees as adult as possible. 

Conclusions and Future Lines 

We have showed one approach for defining and 
storing fuzzy quantifiers in a fuzzy database 
context, in order to use these quantifiers in fuzzy 
queries, fuzzy constraints or fuzzy data mining 
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applications. This paper defines different kind of 
fuzzy quantifiers with zero, one and two 
arguments. 

This work is linked with the FIRST-2 approach 
for designing fuzzy databases and the FSQL 
language [6][7][10]. In particular, this definition 
is coherent with the approach presented in [1] 
for achieving fuzzy databases starting from 
classical databases. These works show some 
interesting algorithms and ideas addressed to 
DBA’s (database administrators) in order to 
translate classical databases to fuzzy ones. 

Many future research lines arise from here. 
Some of them are how to use all these ten types 
of fuzzy quantifiers in fuzzy constraints and 
fuzzy queries (with FSQL or with other 
language or application), to study other possible 
types of fuzzy quantifiers with arguments and to 
apply fuzzy quantifiers of fuzzy databases in 
fuzzy data mining applications. This paper 
presents an application to gets fuzzy 
dependencies (particularly fuzzy GD) and to 
measure, using fuzzy quantifiers, how good 
these GD are. We have included an example 
about a reforestation database. The example 
shows that fuzzy dependencies may be very 
useful in a decision support system. 
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